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Pthread Report

**Outside Main:**

The first 3 lines of the code import the libraries needed for the code to run; including the standard library, the standard input/output library (to get input from the user), and the pthread library. The next three lines (that are not blank) are used to initialize global variables that can be used throughout the code. Lb and ub, standing for the lower bound and upper bound respectively, are used to help split the pthreads into semi-equal parts when summing them as broken-up sections. The next part following this is a single line section which initializes the runner method which takes 1 void parameter.

**Main:**

The following section is encapsulated in the main function. The main function takes 2 arguments, the first being an object of type int, called argc, and then a pointer to an array. This (the array) in fact is a neat way to get multiple inputs from the user in the command line as opposed to having to use direct scanf and printf statements to get the user input. The first true line of the main statement initialized a ‘tid’, which is the id of a pthread, and declares it of type pthread\_t. Following this the variable names, N and M, are assigned respectively to the first and second command line arguments that were declared in the argv array. The variable q is set to equal N/M, and was initialized to int so that it is basically the same as floor division, in order to get an equal distancing number for all but the last pthread, which needs to be either of an equal distance as the previous threads or what ever the remainder is. The remainder is done by doing the modulo of N and M and set to the variable rem.

The for loop is used to create as many pthreads as specified by the user and to set a lower bound and upper bound for each pthread. In order to find the lower bound and upper bound three cases were used. The first is for the initial pthread, which will always have a lower bound set to 1 and therefore an upbound only q-1 distance away. The second is last pthread to be created, where the upper bound is the user specified N, and the lower bound calculated using both q, ub, and rem. The last case is used for all other pthreads (other than first and last) which also have respective formulas for finding lower bound and upper bound.

Outside the for loop, the first statement created the pthread. **NEED TO ELABORATE ON EACH PART of Creation. \*see runner\*** Then the following statement, pthread\_join **does some fucking magical shit that no one knows.** Finally, the last print statement prints the final summation of 1 to the specified destination, having used all the pthreads to update the holder to find the final sum.

**Runner:**

**Ha you thought you would see some shit here. Your mistake sucker.**